*第五章 得力助手—— 函数*

第一节：函数与结构化程序设计

第二节：函数的声明和定义

第三节：函数的参数传递

第四节：变量的作用域

第五节：函数的嵌套和递归调用

第六节：多个文件的程序

第七节：函数的返回值

我们不是第一次接触到“函数（**function**）”这个词了，前面几章的内容里，我们已经接触过了很多的函数，但是我们只是会用，并不知道函数到底是什么东西。在我们看来，函数就像一个助手一样，当我们需要完成一件事情的时候，只需要找来对应的“助手“，然后叫它们去做这件事，而不是我们亲自动手去做。比如，在输入数据的时候，我们用scanf函数，输出的时候则用printf函数，我们给scanf或printf下达指令，让它们做输入或者输出的工作，而我们则不必关心它到底是怎么做到的。

5.1 函数与结构化程序设计

操作系统是一个很庞大的软件，要编写或维护一个操作系统是很难的，但是我们很容易看出，再大的操作系统也包含很多相对小得多的程序或模块，就Windows而言，查看文件的时候是explorer.exe在起作用，而关机的时候则需要用到shutdown.exe。Windows这样庞大的操作系统，任何人都不可能单独完成，所以它就被分成了很多个不同的模块，将这些模块交给不同的人来分别编写，最后统一调试运行。

C语言程序中也用到了类似的思想，为了提高开发效率，往往需要将程序拆分成不同功能的模块，每个模块再交给不同的人来编写，这样的模块就是函数。函数的优点之一就是降低了程序的复杂程度，增强了程序的可读性和可维护性。此外，函数还有一个好处就是省略重复的操作的代码，printf的输出其实是很复杂的，试想，如果我们每次输出都要写一大堆代码来实现printf的功能（如果我们有这个能力的话），那么我们的程序将会长得可怕。理解函数的使用方式对以后的学习有着不可或缺的作用。

函数是多种多样的，按照不同的角度有不同的分类方法，关于函数的分类，没必要死记硬背，只要对函数本身理解到位，对它的分类的理解也就水到渠成了。到目前为止，我们知道了第一种分类：系统与标准库提供的函数、自定义的函数。

5.2 函数的声明和定义

前面几章出现过很多的由系统或C语言标准所提供的函数，我们在调用这些函数的时候，都需要在它们的名字后面跟上了一对括号，而括号里面可能会写一些有特定意义的东西，也可能什么都没有，括号里的这些东西被称为参数（**parameter**）。那么，函数就又有了一种分类方式——有参数的函数、无参数的函数。

第1章我们曾提到过“返回值”这个词。一个助手除了可以帮我们完成一件事情以外，还可以在完成这件事之后给我们带回一点东西来，比如我们叫助手去买机票，那么助手就会带一张机票回来给我们。同样地，一个函数除了可以完成一定的任务，还可以反馈一点东西给我们，这就是它的返回值。当然，助手可以什么也不带回来，只需要完成他的工作就行了。函数也是如此，可以没有返回值。这样，函数又有了第三种分类方式——有返回值的函数和无返回值的参数。

接下来我们讲一讲C语言程序是怎样从一堆计算机看不懂的代码编程二进制的可执行文件的。

第一步，预编译，还记得第1章提到的这个概念吗？我们知道#include和#define都是预编译指令，那么它们的作用到底是什么呢？如果编译器在预编译阶段遇到了#include，那么它就会尝试去打开对应的文件，我们现在见到的stdio.h等头文件都是由一对尖括号括起来的，其实用双引号也是可以的，并且对于我们自己编写的头文件，只能用双引号来包含。C语言中有个约定俗成的规定：凡是标准库中的头文件一律用尖括号来包含，因为这样能够加快预编译的速度，编译器见到尖括号就直接去标准库的目录下寻找对应的头文件，而不是从当前文件夹开始寻找。如果编译器遇到了#define，编译器则会在源文件中寻找所有利用该指令定义的常量，并把它替换掉，也就是说，如果有这样一段代码：

#define N 10

int x=N;

那么在预编译阶段之后，实际上程序会变成这样：int x=10;。

第二步，编译，这一阶段就会直接把预编译之后的源文件“翻译”成一堆二进制的文件，但是这时候还是不可以执行的。

第三步，连接。上一阶段产生的二进制文件之所以不能运行，是因为它们还没有组合成一个整体。连接的作用就是把各个模块（每个模块含有不同的函数）以及使用到的标准库中的函数（如printf函数等）组合起来，形成一个可执行文件。

铺垫很长，而且C语言的生成过程似乎与我们要讲的函数的声明和定义毫无关系。其实不然，了解C语言程序生成过程有助于我们理解函数的声明和定义。

函数调用的原则是：先声明，再调用。我们必须在使用一个函数之前声明它。

函数声明的格式如下：

返回值类型 函数名(参数列表);

别忘了在声明的时候需要加上分号。

1. #include <stdio.h>
2. int function();
3. int main()
4. {
5. function();//调用函数的时候，一定要在函数名后面加一对括号
6. return 0;
7. }

程序5-2-1

如果你发现这个程序不能运行，别担心，这是正常的。程序5-2-1中，声明了一个返回值为int类型，名叫function的函数。然后第5行调用了这个函数，由于先声明，后调用的原则是满足的，所以能够通过编译。但是当到了连接阶段的时候，连接器试图寻找到function函数所对应的二进制代码，但是却发现怎么找都找不到（因为我们根本没写），于是最终的二进制文件就不能成功生成，程序也就运行不起来了。

光有声明是不够的，我们还要给它具体的定义，不然程序就不能成功运行。在定义程序的时候，要保证与声明函数的时候的返回值类型、参数列表一致。

1. #include <stdio.h>
2. int function();
3. int main()
4. {
5. int num;
6. num=function();
7. printf("%d",num);
8. getchar();
9. return 0;
10. }
11. int function()
12. {
13. printf("这是function函数的定义\n");
14. return 1;
15. }

程序5-2-2

和程序5-2-1一样，程序5-2-2在第2行声明了一个函数。此外，程序5-2-2还在第11行对这个函数进行了定义，我们可以看出，这个函数的作用是输出一句话，然后用1作为返回值。主函数中，用了一个int型变量num来接受这个返回值，然后输出它（当然，也可以不用接受它）。

一个C语言程序中，可以有很多个函数，但是不管怎样，程序执行的顺序一定是从主函数开始的，即使主函数被放到了最后面。下面这个程序将向我们揭示C语言程序的执行顺序。

1. #include <stdio.h>
2. int function()
3. {
4. printf("函数调用中\n");
5. return 1;
6. }
7. int main()
8. {
9. printf("函数调用前\n");
10. function();
11. printf("函数调用后\n");
12. getchar();
13. return 0;
14. }

程序5-2-3

程序5-2-3看起来不长，但是分量确实比较重的。这次我们不再是“先声明，后调用”了，而是直接声明，这样的写法是完全合理的，因为定义的同时也相当于声明了。第10行我们直接调用了function函数，而没有用任何变量来接受它的返回值，这种做法依然是合理的。程序最终运行结果如下：

函数调用前

函数调用中

函数调用后

可以看出，程序运行的顺序是第9行到第10行，再到第4行，再到第11行。这证明了不管主函数是不是放在最前面，总是从它开始执行，这也就是为什么，一个程序有且只能有一个主函数。

此外，程序执行到第10行之后，没有继续执行第11行，而是转而去执行function函数中的相关内容，这说明，当主函数中调用了一个函数时，程序会立刻跳转到这个函数，直到执行完毕，再返回到主函数中继续执行（遇到return语句就意味着一个函数将要结束执行并返回）。其实不止是在主函数中，在任何一个函数中，如果这个函数又调用了一个函数，那么程序就会跳转到目标函数，直到执行完毕，再返回并继续执行。

我们接下来将用函数来改写程序4-2-4，并进一步讲解有关函数的一些细节问题。

1. #include <stdio.h>
2. #include <conio.h>
3. #include <windows.h>
4. #include <tchar.h>
5. void webOpener(char target);
6. int main()
7. {
8. char choice;
9. printf("==========================\n");
10. printf("请选择打开哪个网站\n");
11. printf("1.百度(www.baidu.com)\n");
12. printf("2.微博(www.weibo.com)\n");
13. printf("3.优酷(www.youku.com)\n");
14. printf("==========================\n");
15. do
16. {
17. choice = \_getch();
18. } while ((choice<'1') || (choice>'3'));
19. webOpener(choice);
20. return 0;
21. }
22. void webOpener(char target)
23. {
24. switch (target)
25. {
26. case '1':
27. {
28. ShellExecute(NULL, \_T("open"),
29. \_T("www.baidu.com"), NULL, NULL, SW\_SHOWNORMAL);
30. break;
31. }
32. case '2':
33. {
34. ShellExecute(NULL, \_T("open"),
35. \_T("www.weibo.com"), NULL, NULL, SW\_SHOWNORMAL);
36. break;
37. }
38. case '3':
39. {
40. ShellExecute(NULL, \_T("open"),
41. \_T("www.youku.com"), NULL, NULL, SW\_SHOWNORMAL);
42. break;
43. }
44. }
45. return;
46. }

程序5-2-4

程序5-2-4和程序4-2-4的功能是完全一致的，这个程序中，有几个地方需要加以注意。第一就是第5行的void，void的意思是空，用void作为返回值类型意味着该函数不会有也不能有任何返回值。webOpener有一个参数，这个参数是char类型的，这代表着我们在调用这个函数的时候，需要在括号里给一个char型的数据，这个数据可以像第19行那样是一个变量，也可以是一个常量，比如我们完全可以把程序第19行改成:webOpener('1');这样，target的值就恒为'1'（注意'1'和1是有区别的），打开的网站也就一直都是百度了。注意到第45行的return语句，return后面没有任何内容，这是因为函数的返回值为void，这个return实际上是可以省略的。当且仅当返回值为void类型的时候，return可以省去（实际上，主函数中的return也是可以省去的，即使主函数的返回值是int，但是主函数只是一个特例）。

**小提示**

关于函数的参数，有这么两个概念：形参和实参，所谓形参，就是指函数在声明或定义时给出的参数，比如程序5-2-4中的webOpener中的target，形参用于标明参数的类型，形参看起来是一个变量。而程序5-2-4的第19行中，choice则是该函数的实参，实参不一定是变量，实参可以是任何与形参类型相同的数据，常量、变量、甚至其它函数的返回值。

通常情况下，函数的参数个数是固定的，并且在调用函数的时候，形参的类型及数量甚至顺序都必须与形参相对应。有一种比较特殊的函数，叫做可变长参数函数，这种函数的参数个数是不固定的，典型的，scanf函数和printf函数。由于可变长参数函数牵扯到更深的知识，为降低学习难度，本书对其不做具体介绍。

5.3 函数的参数传递

我们说，参数传递，必须保证形参与实参的的类型、数量、顺序都相同，后面两个条件是非常严格的，而参数的类型的限制则相对宽松许多，因为类型之间可以相互转化。

1. #include <stdio.h>
2. void fun(int,double);
3. int main()
4. {
5. fun(10.1,10);
6. getchar();
7. return 0;
8. }
9. void fun(int x,double y)
10. {
11. printf("%d\t%.1f",x,y);
12. }

程序5-3-1

程序第2行，我们在声明函数fun的时候，只是给出了参数的类型，而没有给出参数的名字，在函数声明的时候，这样写是合理的，但是，在函数定义的时候就不能这样写，因为如果在定义的时候参数没有名字，参数就无法被访问，设置参数就没有了意义。程序5-2-4中，webOpener函数在声明和定义的时候，参数的名字一致，实际上是不必要这么做的，只需要保证类型和顺序相同即可。

程序第5行，我们调用了fun函数，并且用10.1和10作为实参，容易看出，我们给出的参数类型是double和int，但是fun函数要求的却是int和double。我们知道，将int型数据赋值给double以及将double型数据赋值给int都是合理的，所以这样的写法也就是合理的了。

第11行的printf语句中，\t表示一个转义字符Tab，也就是制表符，制表符的长度与显示它的软件有关，一般是4到6个空格的长度。%.1f表示输出的数据保留1位小数，这是第2章有所提及的。

关于函数的形参和实参，还有一个容易犯错的地方。

1. #include <stdio.h>
2. void fun(int);
3. int main()
4. {
5. int x = 10;
6. fun(x);
7. printf("%d",x);
8. getchar();
9. return 0;
10. }
11. void fun(int x)
12. {
13. x++;
14. }

程序5-3-2

很多初学者会认为上面这段程序的运行结果是11，其实正确的结果是10。看到这里，读者可能不解，为什么会是10呢，第13行不是有x++吗？这是因为，fun函数中的x和主函数中的x不是同一个变量，它们只是数值上相等而已，所以在fun中对x的操作自然就不会影响到主函数中的x了。

变量是保存在内存中的，而内存里面有个概念就是地址，一个变量从创建到消亡这段时间，它的地址是不会发生变化的，因此只要我们能证明程序5-3-2中的两个x在内存中有不同的地址，就能证明它们是两个不同的变量。

1. #include <stdio.h>
2. void fun(int);
3. int main()
4. {
5. int x = 10;
6. printf("%p\n",&x);
7. fun(x);
8. getchar();
9. return 0;
10. }
11. void fun(int x)
12. {
13. printf("%p\n", &x);
14. }

程序5-3-3

%p是printf语句中的格式控制字符的一种，表示将一个数据按照地址的格式来输出，而&则是取地址操作符，&x表示取到x的地址。因此，第6行和第13行的意思就是，取到x的地址，并把这个值按地址的格式输出。虽然程序5-3-3的最终运行结果是无法预计的，但是至少有一点可以肯定，那就是第6行和第13行输出的数据肯定不同，读者可亲自上机感受。

形参不一定全是变量，也可以出现常量，如果出现了常量的参数，那么函数就不能对这个参数做修改。

1. include <stdio.h>
2. void fun(const int);
3. int main()
4. {
5. int x = 10;
6. fun(x);
7. getchar();
8. return 0;
9. }
10. void fun(const int x)
11. {
12. printf("%d",x);
13. }

程序5-3-4

程序5-3-4展示了常量作为函数参数的做法，如果我们试图在第11行和第12行之间插入一行对x赋值的语句，程序将会不能成功运行。此外，函数的返回值也是可以用const限定符来修饰的，只不过在绝大多数情况下，这样做是毫无意义的，只有在函数返回值是一个指针（指针是后面章节的内容）的时候，才有可能会这样做。

函数的调用是有一定代价的，程序需要在内存的一段代码中跳转到另外一段代码，并且，任何一个函数在执行的时候都会被分配一定的内存空间。对于一些功能简单的函数，我们可以通过一些手段来节约这一点函数调用的开销，而这个手段就是#define预编译指令。

对于#define指令，我们早已不再陌生，不过之前我们眼里的#define都是用来定义常量的，如果读者以为它的功能仅限于此的话，那么就太小看这个功能强大的工具了。5.2节我们说过，#define指令在“定义”常量的时候并不是像定义用const修饰的常量那样开辟一段内存空间来储存数据，而是在预编译阶段进行文本的替换，虽然我们眼里看起来和常量没什么区别，实际上在编译器看来是有本质区别的。那么，既然#define能够用于将一些符号替换成数字，它也能实现将符号替换成代码。我们说预编译阶段是发生在编译之前的，所以#define实现的函数实际上就只是一些简单的语句罢了，并没有被编译器单独划成一个模块，因此，在执行用#define实现的“函数”时就不会有函数调用的开销。

1. #include <stdio.h>
2. #define PRODUCT(a,b) a\*b
3. int main()
4. {
5. printf("%d", PRODUCT (2,3));
6. getchar();
7. return 0;
8. }

程序5-3-5

程序5-3-5中#define指令创建了一个“函数”，名叫SUM，不难看出，在预编译阶段之后，第5行的PRODUCT(2,3)会被替换成2\*3，看起来就像是一个求乘积函数一样。

不过，程序5-3-5还有一个致命的漏洞，这个漏洞的产生和#define本身有关。还是因为#define只是进行简单的文本替换，这会导致一些很微妙的问题。读者可尝试将第5行改成这样：printf("%d",PRODUCT(2+2,3+3));。看起来程序的运行结果应该是24，实际上是11，其实这也不难理解，因为PRODUCT并不是一个真正的函数，它只是简单的文本替换，所以刚才那段代码实际上会变成这样：printf("%d",2+2\*3+3);。由于\*的优先级高于+，所以最终的运行结果会变成11。解决方法是把第2行改写成这样：

#define PRODUCT(a,b) (a)\*(b)

再次分析不看看出，PRODUCT(2+2,3+3)会被替换成(2+2)\*(3+3)，程序运行结果也就是24了。

此外，#define语句可能会占用多行，这时候就要用一个符号来表示#define需要扩展到下一行，这个符号是\。

1. #include <stdio.h>
2. #define MAX(a,b) if ((a) > (b))\
3. {\
4. printf("%d", a);\
5. }\
6. else\
7. {\
8. printf("%d", b);\
9. }
10. int main()
11. {
12. MAX(10, 9);
13. getchar();
14. return 0;
15. }

程序5-3-6

上面这段程序看起来怪怪的，不过如果我们把所有的\都忽视掉，它就是一个简单的if-else语句。注意到第9行的花括号后面没有\，这是因为它是最后一行，不再需要扩展到下一行，所以也就不能再加\。第12行的MAX(10, 9);理所当然地会被替换一个条件语句。细心的读者注意到了第12行的分号，实际上，这个分号是完全可以省去的，只是为了代码的美观，我们依然加上了分号，它并不会造成什么影响。

#define指令的功能是十分强大的，凡是C语言和C++的开发，必然会有它的身影，一方面它给我们带来巨大的便利，另一方面它又会带来一些潜在的威胁，所以Java、C#等继承自C语言和C++的高级语言干脆就删除了这个功能。对于初学者来说，一定不要因为它容易导致错误而拒绝使用它，只有多犯错并且多思考多总结，才能真正地掌握好一门语言。

5.4 变量的作用域

在第4章的时候，我就简单提到过关于变量的作用域的概念，由于当时我们没有足够的知识储备，因此并没有做更深入的介绍。我们将在这一节系统地介绍有关于变量作用域的知识。

首先我们要介绍的就是局部变量。局部变量又被称为自动变量，指得是那些存在于语句块中并且没有任何修饰的变量。当一个局部变量被声明时，系统自动为它分配内存，当它的作用域结束时，系统又会自动回收它的内存空间。

局部变量只在它所在的语句块中有效，并且只在声明它之后的语句有效。

1. #include <stdio.h>
2. int main()
3. {
4. int num1;
5. printf("请输入一个整数：\n");
6. scanf("%d", &num1);
7. if (num1 != 0)
8. {
9. int num2 = num1;
10. printf("你输入的数字是%d\n",num2);
11. }
12. {
13. int num1 = 0;
14. }
15. printf("%d",num1);
16. rewind(stdin);
17. getchar();
18. return 0;
19. }

程序5-4-1

上面这段程序没有什么实用价值，但是它能向我们揭示局部变量的一些特点。第4行声明了一个int型变量num1，它的作用域是第4行到主函数结束。第9行又声明了一个int型变量num2，它的作用域就只有第9行和第10行了。

第13行到第15行看起来有点怪，只是有一对花括号，也没有if-else或者while什么的。其实，只要是由一对花括号括起来的区域都算是一个语句块，而第14行声明的num1变量的作用域也就只有这一行了。注意，这里的num1和前面的num1重名了，我们说C语言的标识符是不能重名的，但是为什么这里可以呢，原因是，当两个变量的作用域在同一语句块时，系统将会不知道我们到底要访问哪一个变量。而像程序5-4-7里面这样的，一个num1作用域是整个主函数，一个则只有一行，程序将会很容易地根据num1使用的地点判断到底我们使用的是哪一个num1。这就好比，有一个名人叫张三，我们圈子里也有一个叫张三的人，当圈子外的人谈论张三时，它们谈论的那位名人，而我们圈子里的人谈起张三时，一般认为是在讨论我们的朋友。

局部变量的作用域弄清楚了，接下来我们将要探索局部变量的生命周期。

1. #include <stdio.h>
2. void fun(int x);
3. int main()
4. {
5. fun(2);
6. fun(1);
7. getchar();
8. return 0;
9. }
10. void fun(int x)
11. {
12. int i;
13. if (x % 2 == 0)
14. {
15. i = 10;
16. printf("%d\n", i);
17. return;
18. }
19. if (i == 10)
20. {
21. printf("i=10\n");
22. }
23. }

程序5-4-2

如果你在运行程序5-4-2的时候发现它崩溃了，别担心，这是正常的。在主函数中，我们调用了两次fun函数，给的参数一次是偶数，一次是奇数，从fun函数中我们容易看出，当x为偶数的时候，i会被赋值为10，然后输出i，之后返回。（在第17写一个return语句能够让程序运行到这里的时候提前返回，而不再执行之后的代码，这是函数返回值的使用技巧之一）当x为奇数的时候，程序将会判断i是否为10，如果是则输出提示信息，但是运行到这个地方的时候程序明显崩溃了，并提示说我们使用了未初始化的变量i。也就是说，在第一次调用fun的时候，虽然i被赋值为10，但是这并不代表它的值能保留到下一次调用，由于第一次调用结束之后，i就变得不再可用，它所占的内存也就被回收了，等到第2次调用的时候，系统又会再次为i分配内存空间。当然，理论上讲，两次函数调用i可能被分配到同一片内存，但是不可否认，第一次调用i和第二次调用i之间，i经历了一个“销毁”的过程。

说完了局部变量，我们再讲解一下全局变量。所谓全局变量，一定是在函数外定义的变量，它的作用域是从它声明开始之后的代码，它随程序开始运行而产生，随程序结束而消亡。当全局变量与局部变量发生命名冲突时，优先被访问的是局部变量。

1. #include <stdio.h>
2. int num = 10;
3. void fun1();
4. void fun2();
5. int main()
6. {
7. fun1();
8. fun2();
9. getchar();
10. return 0;
11. }
12. void fun1()
13. {
14. printf("函数1，num的值为%d\n",num);
15. num++;
16. }
17. void fun2()
18. {
19. printf("函数2，num的值为%d\n", num);
20. }
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程序5-4-3演示了全局变量的用法，我们在第2行声明了一个全局变量num，并且将它初始化为10,。主函数中先后调用了fun1和fun2函数，我们可以看出，fun1和fun2都可以直接访问num，即使这两个函数中没有声明相关的变量，同时，fun1中对num进行了自增操作，我们可以从运行结果中看出，fun1函数的操作确实会影响到num的值，从而影响到fun2中产生的结果。

**试一试**

如果把第2行改成;int num;，num的值会是多少，请亲自编写程序上机测试。

在介绍全局变量之前，我们一直没有办法解决函数之间的数据交流的问题，如程序5-3-2中那样。在C语言中，解决这个问题的最佳途径是通过指针，但是我们目前还没有相关的知识，所以我们可以考虑用全局变量。我们可以把需要被多个函数共同处理的数据声明成全局变量，这样同一个数据就能被不同的函数访问，并且产生的结果会影响到其它的函数。

接下来，我们将使用全局变量来编写一个猜拳的游戏。对这个游戏做需求分析，它大概分成这样几个模块：菜单显示模块，控制整个程序的流程，并显示菜单；随机数产生模块，用于让计算机产生猜测的结果；用户输入模块，用于接受用户猜测的结果并判断是否合理；判断模块，用于判定双方的胜负并结算。

第一个菜单显示模块可以由主函数来负责，其它三个模块则分别需要编写一个对应的函数。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #include <conio.h>
4. #include <time.h>
5. char guessPlayer, guessAI;
6. int money=500, ante;
7. void playerResult();
8. void AIResult();
9. void gameBalance();
10. int main()
11. {
12. char choice;
13. while (1)
14. {
15. printf("请选择操作\n");
16. printf("==============\n");
17. printf("1.进行游戏\n");
18. printf("2.退出游戏\n");
19. printf("==============\n");
20. do
21. {
22. choice = \_getch();
23. } while ( (choice<'1') || (choice>'2') );//输入结果不对则一直等待输入
24. switch (choice)
25. {
26. case '1': //进行游戏的分支，分别调用3个相关的函数
27. {
28. playerResult();
29. AIResult();
30. gameBalance();
31. break;
32. }
33. case '2':
34. {
35. system("cls");
36. printf("感谢使用\n");
37. \_getch();
38. exit(0);//这个函数可以直接退出程序
39. }
40. }
41. system("cls");//清空屏幕，为了更美观
42. }
43. }
44. void playerResult()
45. {
46. printf("请出招（1.石头 2.剪刀 3.布）\n");
47. do
48. {
49. guessPlayer = \_getch();
50. } while ((guessPlayer<'1') || (guessPlayer>'3'));
51. ante = -1;//将赌注设为-1，防止上一局游戏的干扰
52. while(1)
53. {
54. rewind(stdin);
55. printf("请下注，（您当前的财产为%d）\n", money);
56. scanf("%d", &ante);
57. if (ante >= 0 && ante <= money)
58. {
59. break;
60. }
61. }
62. }
63. void AIResult()
64. {
65. srand((unsigned)time(NULL));
66. int temp = rand() % 3 + 1;//产生随机数，结果在1~3之间
67. guessAI = temp + '0'; //将随机数转换为字符
68. }
69. void gameBalance()
70. {
71. int result = guessPlayer - guessAI;
72. switch (result)
73. {
74. case 0:
75. {
76. printf("平局，您当前的资产为：%d", money);
77. \_getch();
78. break;
79. }
80. case 1://石头克剪刀，剪刀克布
81. case -2: //布克石头
82. {
83. money += ante;
84. printf("您获胜了，您当前的资产为：%d", money);
85. \_getch();
86. break;
87. }
88. default:
89. {
90. money -= ante;
91. printf("您输了，您当前的资产为：%d\n", money);
92. if (money <= 0)
93. {
94. printf("您破产了，请下次再来");
95. \_getch();
96. exit(0);
97. }
98. \_getch();
99. break;
100. }
101. }
102. }
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上面这个程序真是太长了，不过正是因为它长，所以才有讲解的价值，因为长才能体现分模块编程对C语言编程的重要性。其实如果我们一个模块一个模块地讲解，上面这个程序是非常简单的。

首先，前4行是头文件的包含，stdio.h自然不用说，conio.h提供\_getch函数，而stdlib.h和time.h则分别在其它的地方提供支持，至于到底是什么，后面的分析会有所提及。

第5行声明了两个全局变量，分别用于保存玩家和AI（**Artificial Intelligence**，人工智能）玩家的“招式”，所谓招式，必须被限定在石头、剪刀、布的范围内，我们用字符的'1'、'2'、'3'来分别表示这三种招式。第5行声明了两个全局变量，分别表示玩家的资产和他在一局游戏中所下的赌注。第7到9行则是3个分模块函数的声明。

第12行的局部变量choice用来接受用户选择操作时的输入结果。第13到16行是一个大的循环，我们称之为“游戏循环”。游戏循环中，首先是显示菜单，然后接受用户的输入，如果用户输入的结果不在'1'到'2'之间，则程序不会有任何响应，直到用户输入正确的选项为止。接下来的switch语句对用户输入的结果进行判断，如果是'1'则调用相关函数进行游戏，如果是'2'则在输出提示信息并等待用户确认之后，退出程序。exit是一个函数，它的作用是直接终止整个程序，括号内的参数表示程序的返回值，我们在括号里写0表示正常退出，相当于就是return 0了，注意到主函数的最后是没有return语句的，这个函数由stdlib.h提供。system(“cls”)的作用是清空当前屏幕，system函数是一个功能很强大函数，它允许我们直接调用一些系统命令，这些命令需要用双引号包含起来，cls是ClearScreen（清屏）的缩写。我们说C语言是大小写敏感的，但是稍微有经验的人都知道，Windows系统是大小写不敏感的，因此，在调用system命令的时候，我们不必太关心命令的大小写问题。

**小提示**

我们知道，Windows操作系统下有一个cmd.exe的程序，通过它我们可以在命令行下执行一些操作，C语言程序中，通过system函数所发出的命令其实都是调用这个程序来完成的，所以一切合法的cmd命令都能通过system函数来被C语言程序使用。

至于为什么Windows系统是大小写不敏感的，这是因为它继承了MS-DOS操作系统。MS-DOS是比尔·盖茨早期的作品，而了解比尔·盖茨的人都知道，他的创业历程中，有一门语言相当重要，那就是BASIC语言，而BASIC语言就是不区分大小写的，所以一般认为微软公司的操作系统大小写不敏感是因为比尔·盖茨对这门语言有较深的感情。

BASIC的全称是**Beginners' All-purpose Symbolic Instruction Code**，也就是“初学者通用代码”。当今流行的语言中，大多数受C语言语法影响，但是BASIC却不同，它拥有完全不同的语法风格。从任何一个角度来讲，BASIC都不是一门很好的语言，但是它却为PC机的推广和普及做出了巨大的贡献，影响之大，丝毫不低于C语言。

进行游戏的分支中，先后调用了3个函数。首先我们来看接受用户输入的playerResult函数，第51行提示用户应该怎样输入合法的数据，第52到55行接受输入。第56到66行则用于接受用户的下注，用户下注必须在一定范围之内，最低为0，最高为用户的当前资产，我们在循环接受用户的输入之前，先把ante设定为-1，防止上一局游戏中合法的数据造成干扰。另外，这里还有一个细节，是关于scanf函数的比较高的技巧了，如果我们在第61行的scanf函数中输入一个字符，那么scanf函数根本不会接受这个数据，因为类型不匹配，但是这个数据会一直残留在缓冲区中，直到下一次循环，scanf发现缓冲区中有数据，于是不再等待用户输入，接着依然不接受该数据，这样就会进入一个死循环，为了避免这种情况，我们需要在59行加上重置缓冲区的语句。如果用户输入了合法的数据，循环就会结束，函数也会相应地结束。

AIResult函数中，前两行代码我们从未见过，其实这两行的作用就是产生一个随机数。第一行的srand函数用于初始化随机数序列，srand函数会因为它的参数的不同而产生不同的随机数序列，随机数序列影响到随机数的产生，如果没有初始化它，程序将会因为随机数序列相同而产生同样顺序的随机数，由于每次运行程序的时间都不同，所以我们可以通过时间来设定不同的随机数序列，获取时间的函数是time，它由time.h提供。rand函数的作用才是产生随机数，它由stdlib.h提供。rand()%3表示用产生的随机数来对3取余，这就能保证结果在0~2之间，rand()%3+1则会使结果的范围变成1~3，正好和我们需要的范围一致。还有一个问题，产生的随机数是int型数据，而我们需要的是char型数据，这就需要一点转换了，根据ASCII码表，我们很容易看出一个0~9之间的整数加上'0'之后就能转换成对应的字符。

**小提示**

计算机没有任何思维，它怎么能像人一样实现猜测呢。要让计算机能够猜测，就需要使用随机数，然而问题又来了，随机数本身不也是一种猜测吗。其实，产生随机数的函数rand用到了一种很复杂的方法来实现产生随机数，严格来讲，它并不是真正意义上的随机数，它的产生和初始化它的“种子”有关，而每时每刻的时间都是不同的，所以用时间作为种子来初始化随机序列，就能达到产生随机数的效果。为了能使用随机数的功能，千万别忘了初始化随机序列，实际上，初始化的工作一次程序做一次就够了，每次都做反而很耗时。读者可能会问，一天只有24小时的时间，想要完全不重复恐怕不可能吧，其实，计算机储存的时间并不是我们人类所理解的时间，计算机的储存方式有点类似于数轴，每时每刻就对应数轴上的一个点，所以每时每刻都是不同的。

最后是结算的函数，我们可以使用多个if-else或者多个switch的嵌套来判断，不过那样会使代码显得很长很杂，仔细分析这个游戏的机制，我们能得到一种更好的结算方式。我们知道，'1'、'2'、'3'分别表示石头、剪刀、布，而石头克剪刀、剪刀克布、布克石头。如果用做差的方式来比较的话，很明显当差为1或者-2时，玩家获胜，当差为0时，游戏平局，其它情况为玩家失败。如果获胜，则增加玩家的资产，增加的多少取决于玩家所下的赌注，如果游戏失败，则提示失败，并计算玩家是否已经破产，如果玩家已破产，意味着游戏不能继续进行，所以需要直接结束程序。

虽然我们能够通过全局变量来实现这个游戏，但是事实上C语言能提供更好的解决方案，全局变量虽然看起来很好用，但是它存在一些缺点，一方面，全局变量会一直占用内存直到程序运行结束，另一方面，全局变量可以被多个函数修改，这不利于数据的维护。因此，全局变量不应该被滥用。

一个C语言程序所访问的内存分为很多个区段：栈区（**Stack**）、堆区（**Heap**）、静态区（**Static**）、常量区、代码区。代码区的作用自然是保存程序运行所需要的代码，常量区用于保存一些常量，比如const常量，以及一些文字常量。而栈区则是局部变量存在的区域，栈区的特点是空间小，速度快。堆区与动态内存有关，我们将在后面的章节中介绍。而静态区则是全局变量所在的区域，不过在静态区除了由全局变量以外，还有另外一种变量：静态变量，静态变量同时拥有局部变量和全局变量的一些特点，它的作用域和局部变量一样，只有一个语句块的大小，但是它也会一直占用内存，并且会被自动初始化。

声明静态变量的方式是在变量类型前加上一个static。

1. #include <stdio.h>
2. void count();
3. int main()
4. {
5. for (int i = 0; i < 5; i++)
6. {
7. count();
8. }
9. getchar();
10. return 0;
11. }
12. void count()
13. {
14. static int num = 0;
15. num++;
16. printf("函数被调用了%d次\n",num);
17. }
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尝试着分析一下程序5-4-5的运行结果并上机测试。很多读者会认为运行结果会是输出5次“函数被调用了1次”，但是结果却是num不断增加，实际运行结果是从“函数被调用了1次”一直输出到“函数被调用了5次”。也就是说，第14行的num仅仅在第一次调用count函数的时候被初始化为0，在以后的调用中第14行的代码都不能影响到num的值，也就是说，静态变量只会被初始化一次，并且虽然它的作用域只有整个函数，但它的生命周期却不局限于函数调用的这段时间。

如果给在全局变量前面加上static会怎样呢？对于当前的源文件来讲，不会有任何变化，因为全局变量本质上讲也是静态变量的一种。

5.5 函数的嵌套和递归调用

本节将介绍函数的嵌套调用和递归调用。嵌套调用其实并不复杂，我们前面实际上也已经见过了嵌套调用，而递归调用则是函数调用中非常精彩的一部分。递归的技巧性很强，而难度又不是特别高，本节将会通过大量的例子来展示递归的精髓。

所谓嵌套调用，指的是一个函数1调用了函数2，函数2中又调用了函数3。实际上，前面出现的程序中，绝大多数都涉及嵌套调用，因为scanf和printf也算是函数。关于函数的嵌套调用，只需要对程序执行的顺序稍加注意即可，本身并没有太大的难度。

1. #include <stdio.h>
2. void fun1();
3. void fun2();
4. int main()
5. {
6. fun1();
7. getchar();
8. return 0;
9. }
10. void fun1()
11. {
12. printf("fun1开始\n");
13. fun2();
14. printf("fun1结束\n");
15. }
16. void fun2()
17. {
18. printf("fun2执行\n");
19. }
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程序运行结果如下：

fun1开始

fun2执行

fun1结束

很明显，当运行到第13行的时候，程序暂时将fun1“晾在一边”，然后开始执行fun2，直到fun2执行完毕再返回fun1接着执行，这和前面说到的函数调用时程序执行顺序很相似，当调用层数更高时，分析方法也是类似的。

接下来我们将花很长的篇幅来介绍递归（**recursion**）。所谓递归调用，就是指一个函数在执行的过程中直接或者间接地调用自己。这听起来相当的不可思议，但是我们说，任何一个函数体内可以调用任何函数，包括这个函数本身，于是递归就有了存在的可能。递归也分为直接递归和间接递归，所谓直接递归，就是一个函数体内直接调用它自身，而间接递归则是指一个函数在多层的嵌套调用之后，某一层嵌套中又调用了这个函数，如果我们在程序5-5-1的第18行和第19行之间加上一句fun1()，这就属于间接递归。

**小提示**

任何函数，包括主函数，都能调用直接或间接地调用自身，但是处于对程序安全性以及代码可读性的考虑，我们不推荐主函数递归调用，也不推荐任何其它函数调用主函数。

递归可没有说起来这么简单，试想，如果一个函数体内只有1行代码，这行代码的作用就是调用它自身，那么程序运行到这个函数的时候将会“停不下来”。因此，在递归调用的时候，必须分情况讨论，在满足条件时不再递归。接下来我们用函数递归调用的思想来求斐波拉契数列的某一项，并以此为例来进一步讲解递归的注意事项。

1. #include <stdio.h>
2. int fibSequence(int);
3. int main()
4. {
5. int result = fibSequence(10);
6. printf("斐波那契数列的第10项是：%d",result);
7. return 0;
8. }
9. int fibSequence(int index)
10. {
11. if (index <= 0)
12. {
13. printf("数据有误\n");
14. return -1;
15. }
16. if (index ==1)
17. {
18. return 0;
19. }
20. else if (index == 2)
21. {
22. return 1;
23. }
24. return fibSequence(index - 1) + (index - 2);
25. }

程序5-5-2

斐波那契数列的第1项为0，第2项为1，之后的每一项都等于它前面两项的和，于是斐波那契数列就是这样的：0 1 1 2 3 5 8...。对于递归来说，规律很重要，现在我们找到了规律。

在程序5-5-2中，用result来保存斐波那契数列的第10项的值。主函数中，我们先假设fibSequence函数能够求出斐波那契数列的任意项的值，而不关心它到底是怎么求出来的。

在fibSequence函数中，首先对参数进行判断，如果参数不是正整数，那么就没办法求对应的数据，于是输出错误信息并结束调用。

如果输入的数据是合法的，则首先检查是不是1或者2这两个特殊的项（0项和1项不能用规律求解，它们的值是固定的），如果是1或者是2，则直接返回对应的数据（1对应0，2对应1）。

如果输入的数据合法，而且不是1也不是2，那么就轮到递归大显神威了。既然斐波那契数列的第n项（n>2）等于第n-1项和第n-2项的和，那么我们在用fibSequence函数来求第n项的时候，等价于用fibSequence函数来求第n-1项和第n-2项的和。于是这才有了第25行的调用。表面看来，在递归调用的过程中，这些值始终都是未知的，可是最后为什么成功求出了值呢，这是因为在不断递归的过程中，n-1和n-2以及它们再减1再减2的结果最终会等于1或者2，一旦它们等于这两个值，函数就能一步一步地倒推回去，最终求出第n项的值。

递归调用的过程分为两部分，递推阶段和回归阶段。所谓递推阶段，就是让问题不断拆分成相同或类似的更小的问题，更小的问题能使用与原问题相同的思路求解。而回归阶段，则是遇到了一个不能再拆分的最小的问题，到了这一层调用之后，函数递归不会继续进行，而是会依次地返回上一层递归调用并通过这一层的结果来解决上一层的问题，最终解决最大的那个问题。而这个最小的问题，就被称为递归出口，一个有意义的递归调用一定要有递归出口，否则只有递推阶段没有回归阶段，递归调用也就没有任何价值。

在程序5-5-2中，将求fibSequence(n)转换成求fibSequence(n-1)+ fibSequence(n-2)的过程就是递推阶段，当这个转换进行到某一层的时候，n就等于1或者2，这时候问题不能再拆分，于是直接利用已知的1和2的结果返回上一层调用，开始回归阶段，如此重复，最终得到第一层调用（fibSequence(10)）的结果。

下面我们用一个求一个自然数的阶乘，前面第4章我们用循环语句求过，通过这个例子，我们来感受递归与循环语句的差别。

1. #include <stdio.h>
2. int factorial(int);
3. int main()
4. {
5. int result = factorial(5);
6. printf("5的阶乘是%d",result);
7. getchar();
8. return 0;
9. }
10. int factorial(int index)
11. {
12. if (index < 0)
13. {
14. printf("数据有误\n");
15. return 0;
16. }
17. if ( (index == 0) || (index==1) )
18. {
19. return 1;
20. }
21. else
22. {
23. return index\*factorial(index - 1);
24. }
25. }

程序5-5-3

我们知道，0和1的阶乘是1，而对于一般情况来讲，n!=n\*(n-1)!（n>1）。上面这段程序中，当index等于0或者1的时候，就能遇到递归出口。而对于其它的自然数n，则分别用n\*factorial(n-1)来作为结果。这段代码并不比程序4-2-2中用循环语句来求阶乘看起来短，但是却显得优雅许多。

上一章的习题中，有一道题是关于“猴子吃桃”问题的，当时要求用循环语句来解决，现在我们尝试用递归的思想来分析它的递推公式和递归出口：每一天的桃子数都等于前一天的一半再减一，这是递推公式，而第10天的桃子数为1，这就是递归出口。有了这两个条件，用递归来解决猴子吃桃问题就显得相当简单了。

1. #include <stdio.h>
2. int peach(int);
3. int main()
4. {
5. int numOfPeach = peach(10);
6. printf("第一天的桃子数为：%d",numOfPeach);
7. getchar();
8. return 0;
9. }
10. int peach(int day)
11. {
12. if (day <= 0)
13. {
14. printf("数据有误\n");
15. return -1;
16. }
17. if (day == 1)
18. {
19. return 1;
20. }
21. return peach(day - 1) \* 2 + 2;
22. }

程序5-5-4

程序5-5-4中，将1设为递归出口，这一天的桃子数为1，而递推阶段的公式则和上一节中的循环语句非常相似。总体来说是很简单的一个程序。

前面说了这么多递归的优点，那么递归真的就是完美的吗？其实不然，递归在很多情况下都存在效率低下的缺点。

所谓效率低下，就是指通过其它手段能在更短的步骤中求解的问题，用递归需要花费更多的时间和步骤。我们将通过一个例子来证明这一点。

接下来我们将用递归的思想来解决“楼梯问题”，所谓楼梯问题，就是指1次能跨1步或者2步，求n层楼梯一共有多少种上楼方式。

首先我们来分析这个问题的递推公式，假设有n级（n>2）台阶，那么第1步我们可以走1级或者2级，很明显第1步走1级台阶之后并没有走完，第1步走1级台阶的之后的走法总数和直接走n-1级台阶的走法总数相同。这样问题就被转换成了求n-1级台阶的走法与n-2级台阶走法之和，这就是递推公式。容易看出，这也是斐波那契数列，只不过首项不为0。

同时，当n=1的时候，只有1种走法，而当n=2的时候，有2种走法（直接走2级台阶

或者一次走1级），这是不能再分割的最小的问题，也就是递归出口。

1. #include <stdio.h>
2. int floor(int);
3. int num1 = 0,num2=0;
4. int main()
5. {
6. int result =floor(20);
7. printf("20级台阶的走法有%d种\n",result);
8. printf("%d %d",num1,num2);
9. getchar();
10. return 0;
11. }
12. int floor(int num)
13. {
14. if (num <= 0)
15. {
16. printf("数据有误\n");
17. return -1;
18. }
19. if (num == 1)
20. {
21. num1++;
22. return 1;
23. }
24. else if (num == 2)
25. {
26. num2++;
27. return 2;
28. }
29. return floor(num - 1) + floor(num - 2);
30. }

程序5-5-5

现在看来程序5-5-5应该算是比较简单的了，毕竟求斐波那契数列在之前的程序中已经做过了，现在我们要分析为什么这样用递归来求斐波那契数列效率很低。就用程序5-5-5中的数据来分析，要求floor(20)，首先要求floor(19)和floor(18)，这里不能体现它效率低的一面，但是如果继续往下分析。求floor(19)等价于求floor(18)+ floor(17)，求floor(18)相当于求floor(17)+ floor(16)。如果把18全部消去的话，那么求floor(20)就一共要求3次floor(17)和2次floor(16)。而floor(17)和floor(16)还可以继续往下展开，每展开一次，当展开到floor(2)和floor(1)的时候，这个数字将会非常大，我们定义了两个全局变量num1和num2，分别用来统计floor(1)和floor(2)被计算的次数，得到的结果是2584和4181，效率低得恐怖。

而如果不用递归，我们可以通过floor(2)=2，floor(1)=1这两个已知条件来逐渐往上层求，最终每个floor(n)都只需要求一次，最终效率会提高无数倍。

我们看看用循环语句如何求解楼梯问题。

1. #include <stdio.h>
2. int main()
3. {
4. int numOfFloor,result;
5. do
6. {
7. rewind(stdin);
8. printf("请输入台阶数：\n");
9. scanf("%d", &numOfFloor);
10. } while (numOfFloor <= 0);
11. if (numOfFloor == 1)
12. {
13. result = 1;
14. }
15. else if(numOfFloor==2)
16. {
17. result = 2;
18. }
19. else
20. {
21. int i = 1, j = 2;
22. for (int k=0;k<numOfFloor-2;k++)
23. {
24. result = i + j;
25. i = j;
26. j = result;
27. }
28. }
29. printf("%d层台阶有%d种走法\n",numOfFloor,result);
30. rewind(stdin);
31. getchar();
32. return 0;
33. }

程序5-5-6

程序5-5-6为循环语句版的楼梯问题求解程序。针对于1和2的情况，程序直接的出结果。而对于n>2的一般性情况，则通过一个循环语句以及两个循环变量来不断累加，对于任意的n（n>2），只需要循环n-2次即可求出结果。即使是20级台阶，也只需要循环18次，执行18\*3=54条语句就能得到答案，n每增加1，需要执行的语句就只增加3。台阶数与耗时之间是一个一次函数的关系，而对于递归来说，台阶数与耗时之间的关系则是一个指数函数，当n=100的时候，程序5-5-6依然能很快求出答案，而程序5-5-5恐怕就得让你等上很长很长一段时间了。

当然，递归的效率不一定都很低，在很多情况下递归也能做到不浪费性能，下一章我们将介绍一个这样的例子。

5.6 多个文件的程序

函数的意义在于结构化编程，在用C语言开发项目的时候，我们总是会把一个项目拆分成多个函数。前面说过，这样做的目的之一是将一个项目分给不同的人来编写。而既然要分给多个人来写，那么就肯定应该把这些函数写在不同的源文件里，不然这样的分工就毫无意义了。这一节我们将讲解如何将一个C语言程序拆分成不同的函数并且在不同的文件里分别编写这些函数。

我们知道，生成一个C语言程序的最后一步是连接，这个连接指的是把程序的各个模块组合起来。如果在某个函数中调用另外一个函数，那么编译阶段只会检测这个函数是否已经声明，如果已经声明则能成功通过编译，而连接阶段才会检测这个函数是否已经定义，已经定义才能通过连接并生成可执行的程序。程序5-6-1则能证明这一点。

1. #include <stdio.h>
2. void fun();
3. int main()
4. {
5. fun();
6. getchar();
7. return 0;
8. }

程序5-6-1

我们在Visual Studio 2015下面输入这个程序，然后按Ctrl+F7的组合键（这个组合键的作用是只执行编译阶段，而不连接和执行），我们可以从编译的结果看出，这段程序是能够成功通过编译的。但是，如果我们直接按F5，则会被提示连接错误，错误原因是fun是一个无法解析的外部符号。主函数被编译成了一个模块，这个模块中调用了fun函数，而连接阶段，连接器试图找到一个包含fun函数的模块来和主函数的模块相组合，但是我们根本就没有为fun函数编写相关代码，因此编译阶段也不会产生包含它的模块，所以连接阶段也就不能顺利完成。

从上面这个例子中我们可以看出，只要在调用一个函数之前声明了它，程序就能成功通过编译。

而我们在分模块开发项目的时候，对于某个单独的模块来讲，能够通过编译即可，并不需要能够成功执行。通常情况下，我们是等所有的模块都成功通过编译之后，再来统一调试。

既然要分成多个源文件来编写不同的函数，并且一个源文件中需要调用另外一个源文件中的函数，这个时候应该怎样声明函数呢？最简单的想法是在一个源文件前面声明所有它需要调用到的函数，包括本文件内的和其它文件内的，这样做当然是合理的，但是这样做的缺点是一个源文件的开头出可能会出现大量的函数声明的语句，不利于程序的可读性和可维护性。最好的做法是在头文件中给出这些函数的声明，对于这种做法我们一点也不陌生，事实上，stdio.h头文件中就包含了printf等函数的声明，我们只需要包含stdio.h就能使用printf函数，而printf函数是编译器已经为我们定义好了的，所以我们无需自己编写代码来实现printf函数，程序也一样能通过连接。

下面我们将通过一个简单的例子来讲解如何使用头文件来实现函数的声明。

前面第1章讲解了如何添加一个源文件，添加头文件的思路也是相似的。这时候，我们需要右击解决方案视图中的头文件而不是源文件了，同样地，选择添加->新建项，这时候我们要选择的就是头文件而不是源文件了，给新建的头文件起名为functions.h，然后点击确定。
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图5-6-1

在新建的头文件中，我们可以看到，有这样一段代码：#pragma once。这是Visual Studio 2015比较人性化的一面，这段代码的作用是防止头文件被重复包含，关于头文件重复包含所带来的危害，我们将在后面的章节中讲解，现在我们暂时删掉这一行代码或者干脆不理它。然后在头文件中添加这一行代码：void printHello();

接下来，我们新建两个源文件（具体方法请参考第2章），分别起名为main.c和printHello.c。在printHello.c中，我们添加下面这段代码：

1. #include <stdio.h>
2. #include "functions.h"
3. void printHello()
4. {
5. printf("Hello，这是一个函数\n");
6. }

程序5-6-2

然后在main.c中添加如下代码：

1. #include <stdio.h>
2. #include "functions.h"
3. int main()
4. {
5. printHello();
6. getchar();
7. return 0;
8. }

程序5-6-3

这时候，我们按F5来直接执行这个程序，发现编译和连接都是能通过的。首先看到printHello.c，在这个源文件里面，我们包含了两个头文件，一个是stdio.h，另外一个则是functions.h。注意到，包含stdio.h的时候，我们用的是尖括号，包含functions.h的时候则换成了双引号。两种方式有一点点细微的区别，如果我们用尖括号来包含一个头文件的话，编译器就会直接到库文件的目录下去寻找相关的头文件，如果用双引号来包含，那么编译器会优先在当前工程的目录下去寻找目标头文件，如果找不到再去库文件目录下寻找。也就是说，如果我们用双引号来包含stdio.h，程序依然是合法的，但是如果我们用尖括号来包含functions.h，程序就不能编译通过了，除非你把functions.h复制到库文件的目录下。既然双引号是万能的，而尖括号不是，那么我们有没有必要一律采用双引号而不使用尖括号呢？事实上，如果用双引号来包含stdio.h，会比尖括号花费更多的时间（首先在当前目录下找，然后再去库文件目录找）。所以通常情况下有这样的约定：包含库文件用尖括号，包含自定义头文件用双引号。printHello.c中还给出了printHello函数的定义。

我们再来看main.c中，在这里我们同样包含了两个头文件，由于functions.h中给出了printHello函数的声明，所以我们可以直接使用printHello函数，在连接阶段，连接器会把编译main.c产生的主函数模块和printHello.c产生的printHello函数模块连接起来，程序会成功执行。

有时候，一个文件里面不止有一个函数，而这些函数里面，并非所有的函数都是需要对外提供接口的，也就是说，有的函数是我们希望其它文件无法调用的，这时候，我们可以用static来修饰这样的函数。

假如我们在functions.h中添加这样一行代码：void fun();来声明fun函数，然后在printHello.c中添加这段代码：

1. static void fun()
2. {
3. printf("这是一个本地函数\n");
4. }

程序5-6-3

然后再在main.c的第5行和第6行之间增加这样一行代码：fun();。

接着按F5尝试运行。我们将会发现，程序不能通过连接。这说明functions.h中声明的fun函数的定义并不是printHello.c中的fun函数，这也说明了凡是用static修饰的函数都不能被其它文件中的函数所调用。

**小提示**

面向对象的程序设计语言中，有一个概念叫做封装（**encapsulation**），意思是只对外提供接口，而隐藏具体的实现细节。C语言中也有类似封装的思想。C语言中用函数来实现接口，这些作为接口的函数本身可能还需要调用其它的函数，而这些函数不需要作为对外的接口，这时候，我们就应该对外隐藏这些函数，具体做法就是用static来修饰这些函数。

前面5.4节在介绍全局变量的时候，我们曾说全局变量的生命周期为整个程序的运行时间，又说全局变量的作用域是从它声明之后的代码，那么这是否意味着全局变量只能在某一个文件中使用呢？其实不然，我们知道，函数可以分为声明和定义两部分，而我们总是说声明了一个变量，却从来没说过定义一个变量，事实上，通常情况下，变量的声明和定义都是放在一起的，但是在某些情况下，我们可以将声明和定义分离，从而实现将一个全局变量的作用域从一个文件扩张到另外一个文件。接下来我们将演示这种操作。

我们新建一个工程，为这个工程新建两个源文件，分别起名叫main.c和showInfo.c（事实上，改成其它任何合法的名字也都是可行的），然后添加一个头文件，起名为function.h。接着向三个文件中分别添加一下的代码：

1. /\*main.c\*/
2. #include <stdio.h>
3. #include "function.h"
4. int x = 10;
5. int main()
6. {
7. showInfo();
8. getchar();
9. return 0;
10. }

程序5-6-4 main.c

1. /\*showInfo.c\*/
2. #include <stdio.h>
3. #include "function.h"
4. extern int x;
5. void showInfo()
6. {
7. printf("main.c中的变量的值：%d\n",x);
8. }

程序5-6-5 showInfo.c

至于function.h，我们只需要在里面加上这样一行即可：void showInfo();。然后我们按F5执行此程序，发现它能够成功通过编译和连接。注意到showInfo.c中的第4行，这里我们声明了一个全局变量x，只是x有一个前缀extern，extern的意思是外面的，外来的。所以这里声明的全局变量实际上是外部的一个变量，而这个变量当然就是main.c中的x了。也就是说，showInfo.c中的x只是一个声明，而它的定义在main.c中。如果我们删掉main.c中的第4行，那么程序依然是能够通过编译的，但是不能连接成功，就像一个被调用的函数只有声明没有定义一样。

另外，头文件中也可以包含其它的头文件，很多情况下，我们不得不这么做，不过就目前而言，我们还没有必要这样做。就上面这个例子中的function.h来说，我们完全可以在里面加上这样一句：#include <stdio.h>。这样我们在main.c和showInfo.c中就不用再包含stdio.h头文件了，不过这样显然会降低代码的可读性，所以一般我们在使用某个函数的时候，都要加上对应的头文件，即使之前包含的头文件已经把它们包含过了，不用担心这样会造成头文件重复包含，标准库头文件的作者已经在头文件中加入了特殊的代码来防止重复包含（比如前面说过的#pragma once）。

事实上，extern不止可以修饰变量，还可以修饰函数。我们重新建立一个工程，并向其中添加两个文件，分别起名为main.c和extern.c，分别添加如下的代码。

1. /\*main.c\*/
2. #include <stdio.h>
3. extern void externFun();
4. int main()
5. {
6. externFun();
7. getchar();
8. return 0;
9. }

程序5-6-6 main.c

1. /\*extern.c\*/
2. #include <stdio.h>
3. void externFun()
4. {
5. printf("这里是一个外部函数\n");
6. }

程序5-6-7 extern.c

程序能够成功运行，而如果我们删掉extern.c中的全部内容，那么程序同样能通过编译，只是不能连接成功。

5.7 函数的返回值

函数的返回值很好解释，返回值就相当于助手做完一件事之后给我们带回来的东西。不过由于本章的例子中返回值为void的函数占了绝大多数，所以对返回值这一部分的理解显得不是很深刻。

我们说，当程序在执行某个函数的时候，一旦发现了return语句，那么函数调用就会终止，而配合if-else语句，一个函数中可以出现多个return语句，不难理解，所有的这些return只有一个有可能会被执行，事实上我们在前面已经见过了这样的例子。

1. #include <stdio.h>
2. int max(int, int);
3. int main()
4. {
5. int num = max(5, 6);
6. printf("5和6中比价大的是%d\n",num);
7. num = max(8, 7);
8. printf("8和7中比价大的是%d\n", num);
9. getchar();
10. return 0;
11. }
12. int max(int a, int b)
13. {
14. if (a >= b)
15. {
16. return a;
17. }
18. return b;
19. }

程序5-7-1

在上面这段程序中，我们编写了一个max函数用来求两个整数中更大的那个值。在max函数中，我们用到了一个条件语句，如果a大于等于b，那么就把a作为返回值。在接下来的代码中我们没有写else，而是直接写了一个return b;，因为我们知道，一旦a>=b的条件满足，那么程序就会执行第16行的return语句，这样第18行的return语句就没有机会被执行，所以不会对程序运行结果造成影响。而如果a>=b的条件不满足，那就说明b更大，同时第16行的return不能被执行。所以两个return语句是互相不干扰的。

**试一试**

在程序5-6-8的第18、19行之间插入一句printf语句（随便输出什么都行），观察运行结果是否会有变化。

我们在提到void的时候，曾说过返回值为void的函数不能有任何返回值，但是我们也说过这并不意味着返回值为void的函数中不能出现return语句。事实上前面的程序5-2-4中就已经在void函数中使用过return，只不过那个程序中的return语句毫无存在感，它对函数的执行没有任何影响。

在某些情况下，合理地在返回值为void的函数中使用return语句能够使代码更为简洁。

假设我们要编写一个函数factorial，这个函数以一个int型变量作为参数，它的作用是求出并输出这个int型变量的阶乘。factorial函数中肯定要对参数的合法性加以判断，如果参数小于0，则只能输出错误信息；如果参数等于0，那么输出0的阶乘是1，如果参数大于0，那么就用循环语句来求阶乘。如果我们用if-else语句来实现这一功能的话，很可能会出现嵌套，这就不利于程序的可读性和可维护性了。

通过分析，我们不难看出，上面提到的这3种情况是彼此独立的，它们没有可能同时成立，因此我们可以用if+return的方式来避免if-else的嵌套。

1. #include <stdio.h>
2. void factorial(int);
3. int main()
4. {
5. int num;
6. printf("请输入一个自然数，程序将求出它的阶乘\n");
7. scanf("%d",&num);
8. factorial(num);
9. rewind(stdin);
10. getchar();
11. return 0;
12. }
13. void factorial(int num)
14. {
15. if (num < 0)
16. {
17. printf("无法求出负数的阶乘\n");
18. return;
19. }
20. if (num == 0)
21. {
22. printf("0的阶乘是1\n");
23. return;
24. }
25. int result=1;
26. for (int i = 1; i <= num; i++)
27. {
28. result \*= i;
29. }
30. printf("&d的阶乘是%d\n",num,result);
31. }

程序5-7-2

前面我们说，主函数的返回值是可以省去的，而其它返回值不为void的函数则必须有一个返回值。这个必须有一个返回值指的是函数中必须出现至少一次return语句，而在某

些情况下，我们可以让返回值不为void的函数也没有返回值。

1. #include <stdio.h>
2. int fun(int);
3. int main()
4. {
5. int num;
6. num = fun(10);
7. printf("%d", num);
8. getchar();
9. return 0;
10. }
11. int fun(int num)
12. {
13. if (num != 10)
14. {
15. return 10;
16. }
17. }

程序5-7-3

在Visual Studio 2015的环境下，程序5-7-3能够成功编译运行，观察运行结果，我们发现输出的是一个随机值。fun函数中出现了return语句，但是只有在参数不为10的时候这个return语句才会被执行，而我们正好把10作为参数传递给了fun函数，于是函数就没办法返回任何值，在这种情况下，第6行的赋值语句就不能成功执行，于是主函数中的num就保持了它原有的值。像程序5-7-3中显然存在一个巨大的隐患，有些编译器是不允许这样的代码通过编译的。我们也不推荐读者写出这样的程序。

**小提示**

其实在Visual Studio 2015的环境下，程序5-7-3运行之后会得到一个固定的结果而不是随机值，这是因为Visual Studio 2015会默认将栈空间中的变量初始化成某个值，而num作为一个局部变量，自然也就会被初始化。而在其它的编译器中，就不一定会出现这种情况了。

我们再说一说主函数的返回值，C语言的标准规定，返回值类型只能为int，但是很多C语言的编译器是允许用其它类型作为返回值的（包括Visual Studio 2015）。

1. #include <stdio.h>
2. char main()
3. {
4. printf("返回值为char类型的主函数\n");
5. getchar();
6. return '0';
7. }

程序5-7-4

在Visual Studio 2015下面，程序5-7-4能够成功运行。注意到第6行，这里写的是'0'而不是0，这两个数据是不同的。

因为编译器支持这么做，所以很多C/C++的基础教程甚至很多程序员都喜欢用void类型作为主函数的返回值，但是我们说这种行为是非常不好的，读者可以参考一些著名的C/C++入门书籍（《C Primer Plus》 、 《C++ Primer》等），在这些著作里面，我们绝对看不到void main这样的写法。C++之父**Bjarne Stroustrup**曾明确表示，void main的写法从来不存在于C/C++的标准规定中。即使有些编译能支持这样的写法，我们也应该养成良好的习惯，按照C语言的标准来写。另外，如果你还在看其它的一些发行时间较早的C语言著作，你可能还会看见main函数前面没有任何类型修饰而只有一个main的写法，这种写法就默认了返回值是int，这样做曾经是合理的，但是现在已经不再适用。C语言的早期版本允许这样写，但是C99及以后的C语言标准明确规定C语言不再支持这样的写法。

当然，主函数中也可以出现多个return语句。

我们说过，return后面的数据必须与函数的返回值类型保持一致，其实这个限定并没有那么严格。

1. #include <stdio.h>
2. int fun();
3. int main()
4. {
5. double douNum = fun();
6. int intNum = fun();
7. printf("%f\n", douNum);
8. printf("%d", intNum);
9. getchar();
10. return '0';
11. }
12. int fun()
13. {
14. return 10.1;
15. }

程序5-7-5

程序5-7-5能够成功运行。但明明fun函数的返回值就是int，但是我们却把10.1这个浮点数作为了返回值。在主函数中，分别用一个double型数据和一个int型数据来接受这个数据，结果发现double型数据的值为10.0，int型数据也是。这说明第14行的10.1被强制转换成int型数据，然后才被当成返回值返回。

我们还说过，char型数据和int型数据是相互关联的，char型数据本身也是以整数来储存的，char和int相互转换的依据是ASCII码。用char类型的数据来作为一个返回值为int型数据的函数的返回值是合理的，我们可以编写一个函数来求一个字符的ASCII码。

1. #include <stdio.h>
2. int toAscii(char);
3. int main()
4. {
5. char ch;
6. printf("请输入一个字符，程序将求出它的ASCII码\n");
7. scanf("%c",&ch);
8. int num = toAscii(ch);
9. printf("%c的ASCII码是%d",ch,num);
10. rewind(stdin);
11. getchar();
12. return '0';
13. }
14. int toAscii(char ch)
15. {
16. return ch;
17. }

程序5-7-6

程序5-7-6中，toAscii函数接受一个char类型的数据作为参数，然后将这个参数按照int型的方式返回，得到的当然就是这个char型数据的ASCII码了。

有的读者可能会说，直接用int num=(int)ch的方式来求ASCII码不好吗？这样做当然是合理的，并且也是最佳的选择，不过程序5-7-6的意义并不在于这个转换的过程，而在于说明返回值类型的转换的原理。

**试一试**

改写程序5-7-6，提示用户输入一个整数，然后求出这个整数对应的字符。尝试输入超出char型数据表示范围的数据，看会得到什么样的结果。

如果读者亲自做了上面的“试一试”，读者将会发现一个有趣的现象，输入97和输入353所得到的结果是一样的。这种现象叫做绕回处理，我们知道char型数据的表示范围是-127~128，一共256个数。如果我们尝试把129赋值给一个char型数据，那么这个char数据实际的值将会是-127，也就是说，一旦超过最大值，便又从最小值开始循环。而353正好等于97+256，所以它们对应的结果也就一样了。

scanf函数和printf函数是我们使用最多的函数，正如我们前面所说，这两个函数的使用技巧是非常多的，而事实上它们也有返回值。Visual Studio 2015是一款非常智能的工具，当我们把鼠标悬停在scanf或printf函数上的时候，它会自动显示提示信息，从提示信息里我们可以看出这两个函数的返回值都是int型的，如下图所示。

![](data:image/png;base64,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)

图5-7-1 scanf的返回值
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图5-7-2 printf的返回值

我们知道scanf可以一次性输入多个数据，printf也可以一次性输出多个数据。在它们的函数声明中，const char \* const表示的是双引号内的字符串（按原样输出的字符或格式控制字符），读者对此只需了解即可，第二个参数...则表示不定长的参数，我们可以向它们传递任意数量的参数（正是因为可以传递任意数量的参数，一次性输入输出多个数据才有了可能），读者同样只需了解即可。我们先说printf，printf的返回值就是成功输出的字符的个数，这样说读者可能不会有什么概念，我们可以通过程序来深入理解。

1. #include <stdio.h>
2. int main()
3. {
4. int count,i=0,j=0;
5. count=printf("i=%d,j=%d\n",i,j);
6. printf("上面的printf函数成功输出的字符个数：%d\n", count);
7. count = printf("i=%d,j=%d\n", i, j,i);
8. printf("上面的printf函数成功输出的字符个数：%d\n", count);
9. count = printf("i=%d,j=%d%d\n", i, j);
10. printf("上面的printf函数成功输出的字符个数：%d\n", count);
11. getchar();
12. return 0;
13. }

程序5-7-7

程序的某次运行结果如下：

i=0,j=0

上面的printf函数成功输出的字符个数：8

i=0,j=0

上面的printf函数成功输出的字符个数：8

i=0,j=02297931

上面的printf函数成功输出的字符个数：15

我们一共调用了3次printf函数，第一次，格式控制字符与参数完全匹配，2个%d分别对应于i和j。因此成功输出的字符个数是8（("i=0,j=0"一共是7个字符，而\n也算一个字符，因此一共8个字符）。第二次调用的时候，依然是有2个格式控制字符，但是我们故意多给了一个参数，输出后printf的返回值依然是8，这说明在没有对应的格式控制字符的情况下，多出的参数不会被输出。第三次调用的时候，printf函数中有3个格式控制字符，但是参数只给出了2个，因此最后一个格式控制字符没能找到匹配的参数，然后输出了一个随机值，成功输出的字符一共有15个。

我们可以通过printf的返回值来判断它的输出情况，虽然这在实际项目开发中的应用是比较少的。

而对于scanf来说，它的返回值是成功匹配的格式控制字符的个数（而不是成功输入的字符的个数）。我们同样通过程序实例来深入理解。

1. #include <stdio.h>
2. int main()
3. {
4. int count,i,j;
5. count = scanf("%d",&i);
6. printf("上面的scanf函数成功匹配的格式控制字符数是：%d\n",count);
7. count = scanf("%d%d", &i,&j);
8. printf("上面的scanf函数成功匹配的格式控制字符数是：%d\n", count);
9. count = scanf("%d", &i);
10. printf("上面的scanf函数成功匹配的格式控制字符数是：%d\n", count);
11. rewind(stdin);
12. getchar();
13. return 0;
14. }
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程序的某次运行结果如下：

**12**

上面的scanf函数成功匹配的格式控制字符数是：1

**1 2**

上面的scanf函数成功匹配的格式控制字符数是：2

**c**

上面的scanf函数成功匹配的格式控制字符数是：0

本书约定，程序运行结果中加粗的部分表示用户输入的内容。第一次我们输入的是整数12，相当于是2个字符，但是函数的返回值依然1，这是因为scanf只返回匹配成功的格式控制字符的个数，而不管我们到底输入了多长的数据。第二个scanf语句我们输入了两个数据1和2（空格是分隔符，关于分隔符的概念请参考第2章），这时候scanf的返回值是2，因为两个格式控制字符都匹配成功了。第三次，我们试图用scanf来输入i的值，但是实际输入的时候却是输入的字符c，由于字符c不是一个整数，因此scanf会拒绝接受这个值，这样就会导致格式控制字符匹配失败，所以这里的scanf函数的返回值是0。

在第1章的讲解如何在Visual Studio下创建工程的时候，我们就专门提到过要取消安全开发生命周期检查的复选框。如果没有取消勾选，那么在写程序的时候就不能使用scanf，而必须使用scanf\_s。通过上面这个例子，我们可以看出scanf是一种不安全的函数，并且我们还说过，在用scanf输入数据之后，输入缓冲区里会数据残留。基于安全开发的考虑，微软公司提供了scanf\_s函数，这是一个更为优秀更为安全的输入函数，而C11标准把这个函数引入了标准库。事实上，我们也可以自己编写代码来打造安全的输入函数，我们会在后面的章节展示scanf\_s的用法和自己实现安全输入函数的方法。

至于\_getch、getchar等函数，它们的返回值自然就是一个字符了，这个我们也已经很熟悉了。

在第2章我们介绍过的输出函数中，还有一个putchar函数，我们再来看看它的返回值是什么。

1. #include <stdio.h>
2. int main()
3. {
4. int count;
5. count = putchar('A');
6. printf("\n上面的putchar函数的返回值是：%d\n", count);
7. count = putchar('a');
8. printf("\n上面的putchar函数的返回值是：%d\n", count);
9. getchar();
10. return 0;
11. }
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程序的运行结果是65和97，我们通过查阅ASCII码表（附录1）可以发现，字符'A'和字符'a'的ASCII码正好就是65和97，因此我们可以得出结论，putchar的返回值是它输出的字符的ASCII码。

练习题

1.参考5.6节的例子，改写程序5-4-4，把里面的各个函数分别写到不同的文件中。要求使用头文件。

2.已知在包含math.h之后，可以使用这个函数：double sqrt(double);。在传入一个实数作为参数之后，该函数将会返回参数的平方根。编写程序，提示用户输入三个数a、b、c分别作为一元二次方程ax2+bx+c=0的三个系数，然后求出该方程的解。提示：求根公式是：[-b±√(b²-4ac)]/2a。当b²-4ac<0时方程无解，当b²-4ac=0时方程有唯一解，当b²-4ac>0时方程有一对解。

3.已知某数列an，an=2\*a(n-1)+1，并且a1=1。编写程序，用函数递归的方法来求出a10的值。

4.在包含stdlib.h之后，使用exit(0)可以直接以返回值0退出程序，使用system("cls")可以用来清屏，system("shutdown –s –t 1000")可以在1000秒后关闭计算机（1000可以改成其它数字），system("shutdown –r –t 1000")可以在1000秒后重启计算机，system("shutdown –a")可以取消之前下达的关机或重启命令，而system("shutdown –l ")则可以立即注销计算机。编写程序，显示菜单，分别为：关闭计算机、重启计算机、注销计算机、取消操作、退出程序，然后接受用户输入并执行相应的命令。要求用一个函数接受用户输入，另一个函数执行相关操作。